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Abstract—Privacy-preserving cloud computations ensure ac-
curate operations on encrypted data without revealing sensitive
information. Fully Homomorphic Encryption (FHE) allows such
computations in the ciphertext space. The result remains in
encrypted form and can only be decrypted by using the secret
key. Due to its high degree of security, FHE has been adopted
widely for applications based on medical or genomic data
processing. Though FHE has been shown to be secure, side
channels emanating from its operations on underlying hardware
have not been thoroughly explored. In this work, we analyze
the memory access patterns emanating from FHE-encrypted
applications. For an example database query-based application,
we show that memory access patterns from different queries can
be distinguished by a well-resourced adversary. With the aid of
ML-based classifiers, we can predict whether or not a query
belongs to an entry in the database, with ~90% accuracy.

I. INTRODUCTION

Recent advances in cloud computing have facilitated a
paradigm shift in data storage on third party servers. Though
cloud storage is convenient and cost-effective, sensitive data,
such as medical or financial records, can be compromised
in such environments. As such, encryption techniques are
employed to maintain confidentiality while still allowing ef-
ficient retrieval of that data by users. For example, while
performing a query involving retrieval of medical records, any
leakage of that information is a serious threat to user privacy.
To allow query processing on such encrypted data, several
techniques have been proposed in searchable symmetric and
structural encryption [27], oblivious RAM (ORAM) [13],
[14], [28] or fully homomorphic encryption (FHE) [11], [29].
These techniques provide different levels of security based
on their threat model of leakage, briefly discussed in [21].
Attacks based on these schemes exploit the data distribution,
encryption protocol or even the communication overhead such
as in ORAM and FHE [17].

Fully Homomorphic Encryption (FHE). FHE has been
proven to be very effective for allowing generic computation
on encrypted data, without need for decryption [10]. Figure 1
demonstrates a scenario of querying a record, where the client
needs to compute a function f on some private data x. In order
to securely do this, the client sends an encrypted version of
X, (E(z)), to the server. The server then computes f(F(x))
over the encrypted data, and sends the result to the client. The
client possesses the secret key used for decrypting the result.

This process ensures that = is never compromised even when
being sent to the server.
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Fig. 1: FHE for outsourced computation

Early implementations were based on a Somewhat Homo-
morphic Encryption (SHE) scheme, which was capable of
evaluating “low-degree” polynomials involving finite number
of operations. A key aspect of HE schemes involve the addition
of noise to ciphertext generation. However, this noise accu-
mulates when several operations, especially multiplications
and rotations are cascaded one after another, resulting in
the data becoming non-recoverable when the noise crosses a
certain threshold. To tackle this, Gentry’s seminal work on
FHE introduced a bootstrapping scheme which can control
the noise [10]. BGV [4], BFV [9], GSW [12], TFHE [7],
CKKS [5], [6] are some FHE schemes based on lattices
and learning-with-errors (LWE) problem, that also control the
noise added during encryption. Given the security guarantees
provided by the approaches proposed under FHE umbrella,
applications based on database queries and machine learning
have adapted these to secure their computations [3], [19], [24].

Although FHE has been proven to be secure against math-
ematical analysis, prior works have shown that it can be
vulnerable to system-level attacks such as fault injection [§]
and power trace-based side channel attacks [2]. Most database
and machine learnng applications operate on huge datasets,
which in turn incurs a lot of memory accesses. In this work, we
propose analysis of patterns among memory accesses for FHE-
encrypted applications to uncover sensitive information. Our
threat model is based on the spatio-temporal distinguishability
of memory access patterns. More specifically, we focus on
a database-query application, where an adversary analyzes
traces generated from two or more unique queries. For a finite
set of queries, we show that an attacker can accurately guess
whether a query was a valid entry in the database. In addition,
we also show that it is possible, with a reasonable degree



(a) Query = Known (Spain)

(b) Query = Known (Estonia)

(¢) Query = Unknown (Mexico)

Fig. 2: Flamegraph representation of major functions in encrypted search. The percentage denotes that function’s contribution

to total time

of confidence, to distinguish between different queries that
exist in the database. This attack can be implemented across
a range of processor architectures, operating systems and can
also extend to different database queries and applications.

II. THREAT MODEL

In this section, we outline the framework used for our
preliminary evaluation of memory access patterns as side chan-
nels to FHE-encrypted applications. FHE implementations are
supported by several libraries such as Microsoft SEAL, HElib,
Palisade [1], [16], [26]. In this work, we use the Brakerski-
Gentry-Vaikuntanathan scheme (BGV) [4] supported by HEIib
and a database query application adapting this scheme. The
search algorithm has several operations on encrypted data as
shown in Figure 2, which is a Flamegraph [15] representation
of three different queries to the database, two of which (Spain
and Estonia) exist in the database, while one (Mexico) does
not. We see that majority of execution time is spent in
power, rotate and product operations during the search. One
interesting observation here is that the amount of time spent
in each of the functions does not show much variance across
different queries. This implies that simple visual observations
would be insufficient in distinguishing between the queries.
This motivates us to expand our mode of vulnerability and we
delve into memory access traces for gauging leakage.

Our insight is based on the fact that during execution,
unique spatial and temporal patterns exist in a memory trace
which could render it vulnerable. One such example is timing
side channels used by attackers to reveal secret keys used in
AES encryption [22]. We collect memory traces from different
queries using Pintool [20] and then parse these access traces
to identify spatio-temporal regions of interest. To do this,
we first determine each spatial memory region and cluster
accesses according to their spatial spread. We then determine
the temporal distribution of accesses in each spatial region and
feed the information into a classifier. The classifier is used to
distinguish traces from two sets of queries: 1) those that exist
in the database and 2) those that do not. In our experiments,
we compare 10 different classifiers as shown in Figure 3. We
generate 20 traces for each of 5 unique queries. In this figure,
we show that an adversary, namely the classifier, can predict
the query class with an accuracy of ~80% on average. For
our second experiment, we collect traces across 12 unique
queries, all existing in the database.We report top-k scores,
which indicates how often the correct label occurs in the top k

predictions. Figure 4 shows that on average, an adversary can
distinguish traces from different queries with ~75% accuracy.
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Fig. 3: Accuracy for adversary identifying query for items in
the database vs items outside the database
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Fig. 4: Accuracy for adversary distinguishing different queries
all existing in the database

III. DISCUSSION AND FUTURE WORK

There is much ongoing research in FHE on making it
more adaptable for applications and reducing computational
overheads [18], [23], [25]. Considering how FHE is becoming
more commonplace in real world applications, side channels
to the FHE implementation are crucial to privacy. Memory ac-
cesses are often used to guide and optimize system design and
form an essential part of processor performance verification
and monitoring at various stages of design and deployment.
Using memory traces from key execution kernels of interest
can be used to overcome performance overheads. However,
these memory traces poses a serious threat to privacy given
how an adversary is able to distinguish between them, even
when the data and computations are encrypted using state-
of-the-art FHE schemes. In Section II, we demonstrated how
memory traces can be exploited as a potential side channel
to reveal information. Although we explore a single database



query case study for a single FHE scheme (namely BGV), we
anticipate that such memory trace-based side channels may be
prevalent in other common FHE schemes as well.

Information leakage from memory side channels is a se-
rious problem to which not even post-quantum encryption
schemes like FHE are immune. Given FHE primarily focuses
on computations happening in third-party servers, effective
countermeasures are necessary. As part of future work, we plan
to extend our study to privacy-preserving machine learning and
other applications, and also focus on developing effective, low-
cost mitigative measures.
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